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Abstract—Safety-critical systems (such as those in automotive, avionics, railway domains), where a failure can result in accidents with fatal consequences, need to certify their products as per domain-specific safety standards. Safety certification is not only time consuming but also consumes the project budget. Adopting a reuse oriented development and certification paradigm can be highly beneficial in such systems. Though there had been several research efforts on cost models in the context of software reuse as well as software product lines, none of them have addressed the certification related costs.

In this paper, we present a cost model for software product lines, which incorporates certification costs as well. We first propose a mathematical model to represent a Software Product Line and then present an approach to compute, using optimisation theory, the set of artifacts that compose a new product assuring an expected level of confidence (that is, a certain Safety Integrity Level) at an optimised cost level. The proposed approach can help developers and software project managers in making efficient design decisions in relation to the choice of the components for a new product variant development as part of a product line.
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I. INTRODUCTION

Software Product Line Engineering (SPLE) is becoming a widely adopted approach to develop software-intensive systems using platforms and mass customisation [1]. A platform (also called core asset base) defines a collection of artifacts that can be reused across a company portfolio. The differences between product platforms are usually expressed in terms of features, where a set of features are seen as the specification of a product variant, i.e., a particular member of the product line. One of the benefits of SPL is the reuse of software components as much as possible, thus saving production costs. This is specially important in industrial domains such as automotive industry, where software has become the key enabler for innovations [2]. For instance, the software development costs were estimated to reach 13% of the production cost of a vehicle in 2010 [2].

An SPLE approach can also be adopted in safety-critical systems, where a failure can result in accidents with fatal consequences [3]–[5]. Furthermore, engineers developing these systems (industrial, automotive or avionics domains, among others) need to perform safety certification of their products before they are used, produced or sold. Safety certification process is not only time consuming but also substantially increases the overall development cost [6]. However, the adoption of SPLE for safety-critical systems can rise several challenges [7], and cost optimisation might be considered as a non-essential issue in advance. Reuse of the already developed software components together with the reuse of the associated parts of the safety evidences and argument fragments in the construction of a new safety case is considered as a potential approach for cost savings and is being addressed by several EU-funded projects such as SafeCer [8].

In this paper, we introduce a cost model for Software Product Lines that addresses the certification aspects as well. Specifically, we propose a mathematical model to represent a Software Product Line as well as a heuristic strategy to compute, using optimisation theory, the platform members that compose a new product variant assuring an expected level of confidence (that is, a certain Safety Integrity Level (SIL) [9]). This approach can help to make efficient design decisions in relation to the choice of the components for a new product variant development as part of a product line.

The main contributions in this paper are: 1) a mathematical model for representing a software product line, 2) an extended cost model for Software Product Lines that takes certification into account, based on the cost model given in [10], and 3) an approach to compute, using optimisation theory, the set of artifacts for a given product portfolio that compose a new product variant with an expected confidence level at a minimum cost.

The outline of this paper is as follows. Section II reviews related works. Section III introduces a cost model that accounts for certification, taking as basis the model given in [10], and a formal definition of a Software Product Line (SPL). Then, Section IV proposes a heuristic strategy to minimise the cost of creating a new product variant in a given SPL using optimisation theory, and evaluates its performance under different scenarios. Section V concludes the paper and briefly states the future work.

II. RELATED WORK

Software reuse allows to improve the software quality at a lower cost. A wide review of cost models for software reuse and reusability can be found in [11], [12]. Software cost estimation models are mainly categorised in three categories [13]:
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Expert judgment models, that consider experience and knowledge of one or more experts; algorithmic (or parametric) models, which use input parameters to cost estimation; and machine learning approaches, which approximate accurately cost generalising the obtained knowledge and dynamically adjusting to the conditions under study.

In this work, we focus on parametric cost models, such as SLIM [14, 15], COCOMO-II [16], FPA [17] or SEEM-SEM (System Evaluation and Estimation of Resources - Software Estimation Model). They normally rely on a wide range of project attributes to estimate project costs, such as the development effort, complexity, or experience, among others. Namely, COCOMO-II [16] is an open model that states an equation involving development for reuse, multistage development, risk plans and team cohesion [18]. However, certification issue is not considered. Similarly, other non-open model such as SLIM [14, 15] considers several parameters, as the one commented before, but lacks certification aspects. Any of the above cost models could easily add certification issue as one more factor into its cost estimation equation. However, they finally estimate the effort, schedule and costs of a software project in a methodical way, but without considering the best suitable options to minimise cost.

Other cost estimation models have been also proposed in Software Product Lines [10, 19], although safety certification is neither considered. It is worth mentioning the above models do not consider certification cost issues as they were not initially planned for safety-critical systems. In theory, they could also be extended to contemplate these issues. In this paper, we revise the latter model provided by Bockle et al. and refine it by taking product variant certification into account.

Regarding optimisation in SPL, it is worth mentioning the work by Oleachea et al. [20] where a tool based on Alloy language is presented that performs exact, discrete multi-objective optimization in the context of variability models. To the best of our knowledge, no prior works deal with cost optimisation in cost estimation models for SPL. In this paper, we also provide an algorithm to optimise the cost of adding a new product to a company portfolio considering also certification issues.

III. A COST MODEL FOR CERTIFICATION

In this section, we firstly define an SPL in a formal way, which will be later used to mathematically express the cost optimisation problem in an SPL, and then refine the Bockle et al.’s cost model [10] for a family of $n$ products in a Software Product Line (SPL) by considering safety certification.

A. Software Product Line Definition

Definition 1: A Software Product Line (SPL) is a tuple $\langle \mathcal{X}, \mathcal{P}, \mathcal{F}, R, E, D \rangle$, where:

- $\mathcal{X} = \{x_1, x_2, \ldots, x_n\}$ is the set of components in the SPL;
- $\mathcal{P} = \{p_1, p_2, \ldots, p_m\}$ is the set of product variants in the SPL;
- $\mathcal{F} = \{f_1, f_2, \ldots, f_u\}$ is the set of features available in the SPL;
- $\mathcal{R} : \mathcal{P} \times \mathcal{F} \rightarrow \{0,1\}$ relates the set of features provided by a product.
- $\mathcal{E} : \mathcal{F} \times \mathcal{X} \rightarrow \{0,1\}$ relates the set of components that provide a feature. That is, all components that has a value of 1 for a given feature $f$ are interchangeable, i.e. $x, x' \in \mathcal{X}, \mathcal{E}(f, x) = \mathcal{E}(f, x') = 1$ means that we can pick either $x$ or $x'$ to provide the feature $f$.
- $\mathcal{D} : \mathcal{X} \times \mathcal{X} \rightarrow \{0,1\}$ defines the dependencies among the components. Note that when a component $x_i$ depends of some other $x_j$, then $x_j$ (or its dependencies) cannot depend of other component $x_k$ such that $D(x_i, x_k) = 1$. Otherwise, a cyclic dependency will arise.

For convenience, in the sequel we denote $R, E, D$, in matrix form, i.e., $R \in \{0,1\}^{\mathcal{P} \times \mathcal{F}}$, $E \in \{0,1\}^{\mathcal{F} \times \mathcal{X}}$, $D \in \{0,1\}^{\mathcal{X} \times \mathcal{X}}$.

B. A Certification Cost Model

The Bockle et al.’s cost model [10] states the cost of establishing an SPL with $n$ product variants in an organization as:

$$C = C_{org} + C_{cab} + \sum_{i=1}^{n} (C_{unique}(p_i) + C_{reuse}(p_i))$$ \hspace{1cm} (1)

where $C_{org}$ is the cost to an organization for adopting the software product line approach for its set of products; $C_{cab}$ is the cost to develop a core asset base to support the product line being adopted; $C_{unique}$ is the cost to develop unique software for a new artifact $p_i$; and $C_{reuse}$ is the cost to reuse a core asset $p_i$.

A safety-critical system typically has a set of mandatory safety requirements that needs to be fulfilled to assure a certain level of safety. Safety requirements are usually specified by industrial standards, such as IEC 61508 [9], ISO 26262 [21] or DO-178C [22] in the industrial equipment, road vehicles or avionics domains, respectively. A system is said to be safety-certified (or just certified) when it fulfills the safety requirements enforced by a safety-related standard.

Consider a company where an SPL has been adopted and develops a set of products for safety-critical systems that needs to be certified. Note that certification of a product $p_i$, composed by a set of components $\{x_1, \ldots, x_m\}$, implies the certification of each one of its components $x_i$, $1 \leq i \leq m$. In safety-critical systems, the safety standards typically specifies multiple levels of safety performance for a safety related function, which are termed as Safety Integrity Level (SIL) [9]. Though different standards name them by numbers or alphabets etc, we could as well assume them to be a non-zero integer and are attributable to a component that implements the concerned safety function. The SIL specifies a target level of risk reduction, and in a safety-critical system forces the minimum SIL required by its components (or product variants) and sub-components. That is, a component $x_i$ that depends of a set of other components and has a SIL of 2 forces all dependent components to have a SIL level greater than or equal to 2.
Therefore, Definition 1 of an SPL can then be redefined in the context of safety-critical systems by considering the initial SIL of each component, i.e., by adding a vector \( \mathcal{I} \) to previous definition, where \( \mathcal{I} : \mathcal{X} \rightarrow [1, \text{SIL}_{\text{max}}] \) is a vector that assigns a SIL to each component in the SPL, and \( \text{SIL}_{\text{max}} \) is the maximum achievable SIL in the system. Unfortunately, certification process does not come at zero cost. A product variant \( p_i \) that is initially certified \( (C_{\text{cert}}) \) can also needs to be re-certified in a different context, which of course adds an extra cost \( C_{\text{recert}} \). Thus, we define a function cost \( C_{\text{recert}} : \mathcal{X} \times \mathcal{I} \rightarrow \mathbb{R}_+ \), that assigns a cost \( c \geq 0 \) of re-certifying to a given safety integrity level \( s \) for a component \( x \), and a cost \( C_{\text{other}} : \mathcal{X} \rightarrow \mathbb{R}_+ \), that considers the other cost of a component, such as cost of reuse and cost of unique development. If a component \( x_i \) cannot achieve a certain \( s \) SIL, its cost of re-certification to that level is set to zero, i.e. \( C_{\text{recert}}(x_i, s) = 0 \). Considering all this, Equation (1) can be refined as follows:

\[
C' = C_{\text{org}} + C_{\text{cab}} + \sum_{p' \in \mathcal{P}} C_{\text{cert}}(p') + \sum_{i=1}^{n} (C_{\text{unique}}(p_i) + C_{\text{reuse}}(p_i) + C_{\text{recert}}(p_i, s'))
\]

where \( \mathcal{P} \subseteq \mathcal{P} \) is the set of products that needs to be initially certified to a given SIL, and \( C_{\text{recert}}(p_i, s') \) is the cost of re-certification of a product \( p_i \) to an \( s' \) level.

The recertification cost \( C_{\text{recert}}(p_i, s') \) of a product \( p_i \) to a \( s' \) level is indeed equal to the cost of re-certification of each component that composes the product \( p_i \), and its subcomponents, to \( s' \) level, i.e. \( C_{\text{recert}}(p_i, s') = \sum_{x \in X_i} C_{\text{recert}}(x, s') + \sum_{x' \in D(x, x') = 1} C_{\text{recert}}(x', s') \), where \( \mathcal{X}_i = \{ x | x \in \mathcal{X} \land f \in \mathcal{F}, R(p_i, f) = 1 \Rightarrow \mathcal{E}(f, x) = 1 \} \) for a given \( p_i \).

In the sequel, we develop a heuristic strategy to solve, in a given scenario and considering the terms of Equation (2), the best set of components that minimises the cost of developing a new product variant in an SPL.

IV. A COST OPTIMISATION PROBLEM FOR CERTIFICATION

Algorithm 1 shows our heuristic strategy to minimise the cost of adding a new product variant to an SPL. As input, it needs the SPL \( \mathcal{S} \), as previously defined in Section III, the vector \( \mathcal{I} \) that assigns a SIL level to each current component, the cost functions \( C_{\text{other}} \) and \( C_{\text{cert}} \), the expected SIL of the new product variant \( \text{SIL}_{\text{new}} \) and the set of features \( \mathcal{F}' \subseteq \mathcal{F} \) that must be provided by such a new product variant. As output, it provides the set of eligible components \( \mathcal{Z} \) that minimise the cost. Note that \( \mathcal{Z} \) can be empty, which means that with the current configuration there is no possible solution.

Step 1 computes the number of components that can be recertified as the non-null elements contained in \( C_{\text{cert}} \). Steps 2 – 5 properly initialise the variables used by the heuristic algorithm, such as a copy of matrix \( \mathcal{F} \), \( \mathcal{X} \), \( \mathcal{I} \) and the vector of costs \( C' \), which is later used as optimization function. Steps 6 – 12 iterates for each component \( x \) in the SPL \( \mathcal{S} \) that can be certified to a level \( s \), and it has not yet been processed. First, a temporary path is created by recursively iterating over the dependencies of \( x \) until all non-dependent components are reached, checking whether subcomponents can reach an SIL \( \geq s \). Otherwise, the path is not valid. Recall that a component \( x_i \), that depends of a set of other components enforces all its dependencies to have an SIL greater than or equal to the level of \( x_i \). When such a path is possible, these updated components are added to the set of components \( \mathcal{X}' \), setting its SIL level properly and marking the tuples \((x, s)\) as processed (step 8). The costs of re-certifying these new components are summed up to the cost of each old component \( x \) (step 9). Lastly, steps 10 and 11 set the features provided by the new components as the old components, and the same with component dependencies. After that, step 13 adjusts the diagonal elements of \( \mathcal{D}' \) for each component as the negated sum of dependencies, i.e. \( \forall x \in \mathcal{D}', D'(x, x) = - \sum_{x \neq x'} D'(x, x') \). Step 14 computes the set of components \( \mathcal{A} \) that minimises the cost as solution of the BIP problem (3). The first constraint relates the set of features that must be provided by the selected components. The second constraint relates the component dependencies, while the third constraint assures that the selected components have a SIL greater than the given one as input parameter. The last constraint restricts the values of components to binary values (that is, selected or not selected). Finally, the set of selected components is created (step 15).

Let us remark that the BIP problem (3) enables to compute a solution under two different scenarios: Either for adding a new product variant, or either for re-certifying an existing product variant in the SPL to a higher SIL. In both scenarios, the selected components that minimise the cost are computed by solving the BIP problem (3).

We illustrate the applicability of Algorithm 1 by an hypothetical example under both scenarios. Consider a small com-
The company in the road vehicle domain that builds vehicle equipments (such as seat belt fasteners, buckles, or airbags) and where an SPL has been recently adopted. Assume that this SPL has a total of $|X| = 10$ components. For the sake of simplicity, let us focus in one product, e.g., an airbag equipment. Suppose that in accordance with a new safety state legislation, a new product variant as the minimum, i.e., $SIL_{new} = 1$. The solution provided by Algorithm 1 is \{x_2, x_3, x_6, x_7, x_8, x_{10}\}, having a cost of $6150$. Thus, functionality $f_1$ is provided by $x_3$, $f_2$ by $x_2$ and $f_3$ by $x_7$. The rest of components appear by dependencies among them. Suppose now that the desired SIL level is $SIL_{new} = 3$. In such a case, the solution is \{x_1, x_2, x_4, x_5, x_8, x_9\} with a cost of $7750$, being the functionalities $f_1, f_2$ and $f_3$ provided by $x_1, x_2$ and $x_4$, respectively.

Let us now consider the second scenario, where recertification is not possible. Suppose first a desired SIL in the new product variant as the minimum, i.e., $SIL_{new} = 1$. The solution provided by Algorithm 1 is \{x_2, x_3, x_6, x_7, x_8, x_{10}\}, having a cost of $6150$. Thus, functionality $f_1$ is provided by $x_3$, $f_2$ by $x_2$ and $f_3$ by $x_7$. The rest of components appear by dependencies among them. Suppose now that the desired SIL level is $SIL_{new} = 3$. In such a case, the solution is \{x_1, x_2, x_4, x_5, x_8, x_9\} with a cost of $7750$, being the functionalities $f_1, f_2$ and $f_3$ provided by $x_1, x_2$ and $x_4$, respectively.

Let us now consider the second scenario, where recertification is not possible. Suppose first a desired SIL in the new product variant as the minimum, i.e., $SIL_{new} = 1$. The solution provided by Algorithm 1 is \{x_2, x_3, x_6, x_7, x_8, x_{10}\}, having a cost of $6150$. Thus, functionality $f_1$ is provided by $x_3$, $f_2$ by $x_2$ and $f_3$ by $x_7$. The rest of components appear by dependencies among them. Suppose now that the desired SIL level is $SIL_{new} = 3$. In such a case, the solution is \{x_1, x_2, x_4, x_5, x_8, x_9\} with a cost of $7750$, being the functionalities $f_1, f_2$ and $f_3$ provided by $x_1, x_2$ and $x_4$, respectively.

Let us now consider the second scenario, where recertification is not possible. Suppose first a desired SIL in the new product variant as the minimum, i.e., $SIL_{new} = 1$. The solution provided by Algorithm 1 is \{x_2, x_3, x_6, x_7, x_8, x_{10}\}, having a cost of $6150$. Thus, functionality $f_1$ is provided by $x_3$, $f_2$ by $x_2$ and $f_3$ by $x_7$. The rest of components appear by dependencies among them. Suppose now that the desired SIL level is $SIL_{new} = 3$. In such a case, the solution is \{x_1, x_2, x_4, x_5, x_8, x_9\} with a cost of $7750$, being the functionalities $f_1, f_2$ and $f_3$ provided by $x_1, x_2$ and $x_4$, respectively.

Let us now consider the second scenario, where recertification is not possible. Suppose first a desired SIL in the new product variant as the minimum, i.e., $SIL_{new} = 1$. The solution provided by Algorithm 1 is \{x_2, x_3, x_6, x_7, x_8, x_{10}\}, having a cost of $6150$. Thus, functionality $f_1$ is provided by $x_3$, $f_2$ by $x_2$ and $f_3$ by $x_7$. The rest of components appear by dependencies among them. Suppose now that the desired SIL level is $SIL_{new} = 3$. In such a case, the solution is \{x_1, x_2, x_4, x_5, x_8, x_9\} with a cost of $7750$, being the functionalities $f_1, f_2$ and $f_3$ provided by $x_1, x_2$ and $x_4$, respectively.
A. Performance Evaluation

Herein, we evaluate the performance of Algorithm 1 in complex scenarios. Our main goal is to evaluate how the BIP problem (3) performs in relation to the number of components and the number of features.

A random generator of SPLs have been developed, following the definition given in Section III-A. Both generator and the Algorithm 1 have been implemented on MATLAB [23], and experiments have been run in a machine with a 2GHz Intel Core i7 processor and 8GB 1600MHz DDR3 RAM. MATLAB uses a linear programming (LP)-based branch-and-bound algorithm to solve binary integer programming problems. Recall that integer programming is known to be NP-complete [23].

We have performed a sensitivity analysis of execution time varying the number of features between 100 and 3000, with a step of 100, and the number of components in the SPL between 100 and 500, with a step of 50. The number of components implementing the same feature and the number of component dependencies have been randomly selected between 1 and 10, and between 1 and 20, respectively. We have measured a total of 100 computations of the Algorithm 1 for each pair of number of features and number of components, and then computed the average execution time.

Figure 2 plots the average execution time (in seconds) of the Algorithm 1 varying the number of components and the number of features. The results show that for small number of components, and independently of the number of features, the execution time is relatively near to 0. However, the average execution time rapidly increases with respect to the number of components, reaching its maximum at the extreme point (500 components with 3000 features). It can be seen that the execution time of the BIP problem (3) clearly has a strong dependence on the number of components, almost independently on the number of features.

The results also show that execution time is relatively small (less than 0.5 seconds in the experiments). Thus, our approach can handle complex scenarios with a large number of components with a good performance, being its running time negligible compared to the time needed to gather the data. We aim at developing a tool for making the gathering of data from the user (i.e. description of an SPL) easier and more intuitive, as well as providing the feedback in a more human-readable way.

V. Conclusions

A Software Product Line (SPL) defines a set of artifacts that can be reused across a company portfolio. The reuse of software products allows to save production cost to companies. An SPL approach can also be adopted in safety-critical systems (such as those in automotive, avionics or railway domains) that must also comply with safety standards. This safety certification process is not only time consuming but also has expensive production costs. In this paper, we introduce a cost model for SPLs that addresses the certification aspects. Besides, we also formally define an SPL and propose a heuristic strategy that makes use of optimisation theory (i.e., a Binary Integer Programming problem) to computes the set of artifacts in an SPL that conforms a new product variant at an optimised cost and assures a certain level of confidence (normally called Safety Integrity Level, SIL).

Our cost model proposal takes certification cost of products into account, unlike other cost models that can be found in the literature. Our heuristic strategy offers a good trade-off between accuracy and time complexity, and helps to make efficient design decisions during development process in an SPL for safety-critical systems. We have evaluated the performance of our optimisation algorithm for cost optimisation in a randomly generated SPL varying the number of features and components, and results show that our approach is able to converge in a reasonable time for large SPL systems, and the execution time is clearly depending on the number of variables to be optimised (i.e., the number of components). In fact, execution time is negligible compared to the time needed to gather the data in the formal definition that we propose.

To overcome the latter issue, as future work we aim at developing a tool to collect data, solve the problem and report an understandable feedback to the final users. We also aim at evaluating our approach with real industrial case studies, and at extending our proposal by eliminating the independence assumption on SIL.
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Figure 2. Average execution time of the Algorithm (1) w.r.t. the number of features and components.


